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Problem statement:Write C/C++ program to implement Heap data structure. Create Max-heap and insert elements into it.

* **Swap Function**: The swap function facilitates swapping the values of two elements, used during heapifying and deletion operations.
* **Heapify Function**: This function ensures the heap property is maintained. It takes an array representing the heap, its size, and the index of the current node to heapify. It recursively compares the node with its children, swapping if necessary to maintain the heap property.
* **Insert Function**: The insert function adds a new element to the heap. If the heap is empty, the new element is placed at index 0; otherwise, it's appended to the end of the array and then adjusted to maintain the heap property.
* **DeleteRoot Function**: This function deletes a specified element (root) from the heap. It first finds the index of the element to be deleted, swaps it with the last element in the heap, reduces the size of the heap, and then heapifies the heap from the root to maintain the heap property.
* **PrintArray Function**: This function simply prints the elements of the array.
* **Main Function**: In the main function, a Max-Heap is initialized as an array. Several elements are inserted into the heap using the insert function. Then, one element (4) is deleted using the deleteRoot function. Finally, the contents of the heap are printed before and after the deletion.

Code:

// Max-Heap data structure in C

#include <stdio.h>

int size = 0;

void swap(int \*a, int \*b)

{

  int temp = \*b;

  \*b = \*a;

  \*a = temp;

}

void heapify(int array[], int size, int i)

{

  if (size == 1)

  {

    printf("Single element in the heap");

  }

  else

  {

    int largest = i;

    int l = 2 \* i + 1;

    int r = 2 \* i + 2;

    if (l < size && array[l] > array[largest])

      largest = l;

    if (r < size && array[r] > array[largest])

      largest = r;

    if (largest != i)

    {

      swap(&array[i], &array[largest]);

      heapify(array, size, largest);

    }

  }

}

void insert(int array[], int newNum)

{

  if (size == 0)

  {

    array[0] = newNum;

    size += 1;

  }

  else

  {

    array[size] = newNum;

    size += 1;

    for (int i = size / 2 - 1; i >= 0; i--)

    {

      heapify(array, size, i);

    }

  }

}

void deleteRoot(int array[], int num)

{

  int i;

  for (i = 0; i < size; i++)

  {

    if (num == array[i])

      break;

  }

  swap(&array[i], &array[size - 1]);

  size -= 1;

  for (int i = size / 2 - 1; i >= 0; i--)

  {

    heapify(array, size, i);

  }

}

void printArray(int array[], int size)

{

  for (int i = 0; i < size; ++i)

    printf("%d ", array[i]);

  printf("\n");

}

int main()

{

  int array[10];

  insert(array, 3);

  insert(array, 4);

  insert(array, 9);

  insert(array, 5);

  insert(array, 2);

  printf("Max-Heap array: ");

  printArray(array, size);

  deleteRoot(array, 4);

  printf("After deleting an element: ");

  printArray(array, size);

}

Output:

![](data:image/png;base64,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)

Conclusion:

This C code offers a practical implementation of a Max-Heap data structure, showcasing fundamental operations like insertion and deletion while adhering to the essential heap property where parent nodes hold greater values than their children. Through functions like insert and deleteRoot, it enables dynamic management of elements within the heap, adjusting the structure as necessary to maintain its integrity. The code's clarity and simplicity allow for easy comprehension and modification, making it a valuable resource for those seeking to understand Max-Heap concepts or integrate heap functionality into their C projects.